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# Introduction

Images captured in real day life have lot of imperfections, like noise due to optics and sensors. Performing certain image processing operations on these images can enhance them. One such operation employed is image blurring. Image blurring is nothing but replacing every pixel of the image by some sort of average of its neighborhood. By, doing so, image is smoothened and effects of noise are less prominent.

However, blurring the image not only smoothens the effects of noise, it also smoothens the edges, rendering the image less sharp. To mitigate this problem, one must employ a technique, which smoothens the image while preserving the edges. This can be achieved by using variable conductance Diffusion equation to iteratively smoothen the non-edge parts of the image.

For this we have to find a characteristic function with has low value at the edges and high value at the non-edges to act as a variable conductance of the diffusion equation. From this diffusion equations with respect to time is calculated and iteratively added to the image. The amount of blurring is determined by number of iterations and the factor of diffusion equation added to the image. This project deals with implementation of the above method on various equations.

# Approach

The diffusion equation is given by following formula,

Conductance *c* should be small at edges and high at non-edges. Since the gradient operator has high values at edges, a negative exponential of the gradient operator will suit our requirement. For this reason, we select the following conductance value, *c*,

If the conductance were a constant, then blurring with diffusion at time instant *t* would be equivalent to Gaussian blurring with σ. The choice of *τ* varies with different images since the gradient operator gives different values for different images depending on the edginess of the image. For this project, value of *τ* is determined by trial and error method.

The derivatives with respect to x and y are calculated by convoluting the image with following kernels.

After calculating the diffusion equation we iteratively add it to the image as follows,

Number of iterations performed depends on the amount of blurring required and scaling factor *α*. If *α* is large, convergence to the required blurriness will be faster at the cost of quality. If *α* is small, it will take more iteration to achieve the required blurriness with better quality.

# Results

Following are the results for edge preserved blurring on angio.ifs.

![Machintosh HD:Users:pratheek:img3:angio.jpg](data:image/jpeg;base64,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)

Figure : Angio Original
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Figure : Angio, After Blurring τ = 5, α = 10, Iteration = 100

Following are the results for edge preserved blurring on angio128.ifs.

![Machintosh HD:Users:pratheek:img3:angio128.jpg](data:image/jpeg;base64,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)

Figure : Angio128, Original

# Machintosh HD:Users:pratheek:img3:angio128blurred.jpg

Figure : Angio128, After Blurring, τ = 5, α = 10, Iteration = 100

Following are the results for edge preserved blurring on BLUR1.V1.ifs.
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Figure : BLUR1.V1, Original
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Figure : BLUR1.V1, after Blurring, τ = 10, α = 10, Iteration = 300

Following are the results for edge preserved blurring on lymphoma.ifs.

# Machintosh HD:Users:pratheek:img3:lymph.jpg

Figure : Lymphoma, Original

# Machintosh HD:Users:pratheek:img3:lymphblurred.jpg

Figure : Lymphoma, after Blurring, τ = 50000, α = 10, Iteration = 100

# Conclusion

From the result images, we can see that images are being blurred without affecting the edges much. However, choice of τ, α and number of iteration varied for different images. This poses challenges to generalize the algorithm without much of the user intervention. Moreover, this method is computationally intensive and might not be viable for large images, which require large number of iteration. This opens up the opportunities to parallelize the tasks to improve performance.

# Code

/\*

\* main.cpp

\*

\* Created on: Jan 24, 2015

\* Author: pratheek

\*/

#include <iostream>

#include <stdio.h>

#include <math.h>

#include "ifs.h"

#include "flip.h"

#include "castTypes.h"

#include "image.h"

using namespace std;

int main() {

char \*a = "angio.ifs";

Image temp((char \*) a);

int len[3];

len[0] = 2;//temp.dimension;

len[1] = temp.col;

len[2] = temp.row;

Image givenImage(len[0], len[2], len[1]);

givenImage.read((char \*) a);

Image tem(givenImage),c(givenImage), cdx(givenImage), cdy(givenImage), givenImageX(givenImage), givenImageY(givenImage),

givenImageXPlusY(givenImage);

for (int i = 0; i < 100; i++) {

cout << i << endl;

cdx = givenImage;

cdy = givenImage;

givenImageX = givenImage;

givenImageY = givenImage;

c.reset(0);

givenImageXPlusY.reset(0);

cdx.diffx();

cdy.diffy();

cdx.mul(cdx);

cdy.mul(cdy);

c.add(cdx);

c.add(cdy);

c.div(-50000);

c.expo();

givenImageX.diffx();

givenImageY.diffy();

givenImageX.mul(c);

givenImageY.mul(c);

givenImageX.diffx();

givenImageY.diffy();

givenImageXPlusY.add(givenImageX);

givenImageXPlusY.add(givenImageY);

givenImageXPlusY.div(10);

givenImage.add(givenImageXPlusY);

}

tem.sub(givenImage);

givenImage.write((char \*) "givenImageBlurred.ifs");

return 0;

}

/\*

\* image.cpp

\*

\* Created on: Jan 24, 2015

\* Author: pratheek

\*/

**#include** <iostream>

**#include** <stdio.h>

**#include** <math.h>

**#include** "ifs.h"

**#include** "flip.h"

**#include** "../inc/image.h"

**#include** "castTypes.h"

**#include**"image.h"

**using** **namespace** std;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : Image

\* CLASS : Image

\* TYPE : Constructor

\* IN : Dimensions of the Image

\* OUT : None

\* PROCESS : Allocates memory for Image data

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**Image::Image**(**int** dim, **int** \_row, **int** \_col) {

dimension = 0;

row = 0;

col = 0;

img = NULL;

**if** (dim <= 0 || \_row < 0 || \_col < 0) {

cout << "ER >> Size of the image is negative!" << endl;

ERROR\_LOG;

} **else** {

dimension = dim;

row = \_row;

col = \_col;

img = **new** **double**\*[row];

**for** (**int** i = 0; i < row; i++)

img[i] = **new** **double**[col];

**if** (NULL == img) {

cout << "ER >> Memory allocation failed" << endl;

ERROR\_LOG;

} **else** {

// Initialize image to black image

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = 0;

}

}

}

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : Image

\* CLASS : Image

\* TYPE : Copy constructor

\* IN : copy object

\* OUT : None

\* PROCESS : Allocates new img and copies values form old

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**Image::Image**(**const** Image &obj) {

**this**->dimension = obj.dimension;

**this**->col = obj.col;

**this**->row = obj.row;

**this**->img = **new** **double**\*[row];

**for** (**int** i = 0; i < row; i++)

**this**->img[i] = **new** **double**[col];

**if** (NULL == img) {

cout << "ER >> Memory allocation failed" << endl;

ERROR\_LOG;

} **else** {

// Initialize image to black image

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

**this**->img[x][y] = obj.img[x][y];

}

}

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : Image

\* CLASS : Image

\* TYPE : Constructor

\* IN : None

\* OUT : None

\* PROCESS : Reads an image from disk

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**Image::Image**(**char** \* fileName) {

**if** ( NULL == fileName) {

ERROR\_LOG;

} **else** {

IFSIMG temp;

**int** \*len;

temp = **ifspin**((**char** \*) fileName);

len = **ifssiz**(temp);

dimension = len[0];

col = len[1];

row = len[2];

img = **new** **double**\*[row];

**for** (**int** i = 0; i < row; i++)

img[i] = **new** **double**[col];

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = **ifsigp**(temp, x, y);

}

}

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : ~Image

\* CLASS : Image

\* TYPE : Destructor

\* IN : None

\* OUT : None

\* PROCESS : Deallocates memory for Image data

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**Image::~Image**() {

**if** (NULL != img) {

**for** (**int** i = 0; i < row; i++) {

**delete**[] img[i];

img[i] = NULL;

}

**delete**[] img;

img = NULL;

}

row = 0;

col = 0;

dimension = 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : =

\* CLASS : Image

\* TYPE : object copy operator

\* IN : copy object

\* OUT : None

\* PROCESS : Allocates new img and copies values form old

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

Image & **Image::operator=**(**const** Image &obj) {

**if** (NULL != img) {

**for** (**int** i = 0; i < row; i++) {

**delete**[] img[i];

img[i] = NULL;

}

**delete**[] img;

img = NULL;

}

**this**->dimension = obj.dimension;

**this**->col = obj.col;

**this**->row = obj.row;

**this**->img = **new** **double**\*[row];

**for** (**int** i = 0; i < row; i++)

**this**->img[i] = **new** **double**[col];

**if** (NULL == img) {

cout << "ER >> Memory allocation failed" << endl;

ERROR\_LOG;

} **else** {

// Initialize image to black image

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

**this**->img[x][y] = obj.img[x][y];

}

}

}

**return** \***this**;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : reset

\* CLASS : Image

\* TYPE : member function

\* IN : None

\* OUT : None

\* PROCESS : Reads an image from disk

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::reset**(**double** resetTo) {

**if** ( NULL == img) {

**return** *FAIL*;

} **else** {

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = resetTo;

}

}

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : read

\* CLASS : Image

\* TYPE : member function

\* IN : None

\* OUT : None

\* PROCESS : Reads an image from disk

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::read**(**char** \* fileName) {

**if** ( NULL == fileName) {

**return** *FAIL*;

} **else** {

**int** \*len;

IFSIMG temp;

temp = **ifspin**((**char** \*) fileName);

len = **ifssiz**(temp);

**if** (NULL != img) {

**for** (**int** i = 0; i < row; i++) {

**delete**[] img[i];

img[i] = NULL;

}

**delete**[] img;

img = NULL;

}

dimension = len[0];

col = len[1];

row = len[2];

**this**->img = **new** **double**\*[row];

**for** (**int** i = 0; i < row; i++)

**this**->img[i] = **new** **double**[col];

**if** (NULL == img) {

cout << "ER >> Memory allocation failed" << endl;

ERROR\_LOG;

} **else** {

// Initialize image to black image

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

**this**->img[x][y] = **ifsigp**(temp, x, y);

}

}

}

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : write

\* CLASS : Image

\* TYPE : member function

\* IN : None

\* OUT : None

\* PROCESS : Writes an image to the disk

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::write**(**char** \* fileName) {

IFSIMG temp;

**int** len[3];

len[0] = dimension; /\*image to be created is two dimensional \*/

len[1] = col; /\*image has 128 columns \*/

len[2] = row; /\*image has 128 rows \*/

temp = **ifscreate**((**char** \*) "double", len, IFS\_CR\_ALL, 0);/\*image is unsigned 8bit \*/

**if** (NULL == temp) {

cout << "ER >> ifscreate failed" << endl;

ERROR\_LOG;

} **else** {

// Initialize image to black image

**for** (**int** x = 0; x < row; x++)

**for** (**int** y = 0; y < col; y++) {

**ifsipp**(temp, x, y, img[x][y]);

}

}

**ifspot**(temp, fileName); /\*write image 2 to disk \*/

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : convl

\* CLASS : Image

\* TYPE : member function

\* IN : Kernel, kernel dimensions

\* OUT : None

\* PROCESS : Performs convolution with the given kernel

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::convl**(**float** \*\*kernel, **int** kernelX, **int** kernelY) {

**float** sum = 0;

**float** kernelSum = 0;

**if** ((0 == kernelX % 2) || (0 == kernelY % 2)) {

cout << "Kernel dimensions should be ODD" << endl;

ERROR\_LOG;

**return** *FAIL*;

}

**for** (**int** x = 0; x < kernelX; x++) {

**for** (**int** y = 0; y < kernelY; y++) {

kernelSum += **llabs**(kernel[x][y]);

}

}

**int** boundryX = (kernelX - 1) >> 1;

**int** boundryY = (kernelY - 1) >> 1;

**double** \*\*tempImage = NULL;

tempImage = **new** **double**\*[row]();

**for** (**int** i = 0; i < row; i++) {

tempImage[i] = **new** **double**[col]();

}

**for** (**int** x = boundryX; x < row - boundryX; x++) {

**for** (**int** y = boundryY; y < col - boundryY; y++) {

**for** (**int** opX = -boundryX; opX <= boundryX; opX++) {

**for** (**int** opY = boundryY; opY >= -boundryY; opY--) {

sum += img[x + opX][y - opY] \* kernel[opX + boundryX][boundryY - opY];

}

}

tempImage[x][y] = sum / kernelSum;

sum = 0;

}

}

**for** (**int** x = boundryX; x < row - boundryX; x++) {

**for** (**int** y = boundryY; y < col - boundryY; y++) {

img[x][y] = tempImage[x][y];

}

}

**for** (**int** i = 0; i < row; i++) {

**delete**[] tempImage[i];

}

**delete**[] tempImage;

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : getValue

\* CLASS : Image

\* TYPE : member function

\* IN : row, col

\* OUT : None

\* PROCESS : Return image value at row, col

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**double** **Image::getValue**(**int** \_row, **int** \_col) {

**return** img[\_row][\_col];

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : setValue

\* CLASS : Image

\* TYPE : member function

\* IN : value, row, col

\* OUT : None

\* PROCESS : Sets image value at row, col with input value

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::setValue**(**int** \_row, **int** \_col, **double** value) {

img[\_row][\_col] = value;

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : add

\* CLASS : Image

\* TYPE : member function

\* IN : input Image

\* OUT : None

\* PROCESS : Adds input image to current image

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::add**(**const** Image &inImg) {

**if** ((**this**->row == inImg.row) && (**this**->col == inImg.col) && (**this**->dimension == inImg.dimension)) {

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = img[x][y] + inImg.img[x][y];

}

}

} **else** {

ERROR\_LOG;

**return** *FAIL*;

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : sub

\* CLASS : Image

\* TYPE : member function

\* IN : input Image

\* OUT : None

\* PROCESS : Subtracts input image from current image

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::sub**(Image inImg) {

**if** ((**this**->row == inImg.row) && (**this**->col == inImg.col) && (**this**->dimension == inImg.dimension)) {

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = img[x][y] - inImg.img[x][y];

}

}

} **else** {

ERROR\_LOG;

**return** *FAIL*;

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : mul

\* CLASS : Image

\* TYPE : member function

\* IN : input Image

\* OUT : None

\* PROCESS : multiplies current image by input image

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::mul**(Image inImg) {

**if** ((**this**->row == inImg.row) && (**this**->col == inImg.col) && (**this**->dimension == inImg.dimension)) {

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = img[x][y] \* inImg.img[x][y];

}

}

} **else** {

ERROR\_LOG;

**return** *FAIL*;

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : div

\* CLASS : Image

\* TYPE : member function

\* IN : divisor

\* OUT : None

\* PROCESS : divides current image by divisor

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::div**(**double** divisor) {

**if** (0 != divisor) {

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = img[x][y] / divisor;

}

}

} **else** {

ERROR\_LOG;

**return** *FAIL*;

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : exp

\* CLASS : Image

\* TYPE : member function

\* IN : divisor

\* OUT : None

\* PROCESS : calculates the exponential of each pixel

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::expo**() {

**for** (**int** x = 0; x < row; x++) {

**for** (**int** y = 0; y < col; y++) {

img[x][y] = **exp**(img[x][y]);

}

}

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : diffx

\* CLASS : Image

\* TYPE : member function

\* IN : input Image

\* OUT : None

\* PROCESS : Differentiates current image in x direction

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::diffx**() {

**float** \*\*kernel;

**float** hx[3][3] = { { -1, 0, 1 }, { -2, 0, 2 }, { -1, 0, 1 } };

kernel = **new** **float**\*[3];

**for** (**int** i = 0; i < 3; i++)

kernel[i] = **new** **float**[3];

**for** (**int** i = 0; i < 3; i++) {

**for** (**int** j = 0; j < 3; j++) {

kernel[i][j] = hx[i][j];

}

}

convl((**float** \*\*) kernel, 3, 3);

**for** (**int** i = 0; i < 3; i++) {

**delete**[] kernel[i];

}

**delete**[] kernel;

**return** *SUCC*;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION : diffy

\* CLASS : Image

\* TYPE : member function

\* IN : input Image

\* OUT : None

\* PROCESS : Differentiates current image in y direction

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

imgerr **Image::diffy**() {

**float** \*\*kernel;

**float** hy[3][3] = { { -1, -2, -1 }, { 0, 0, 0 }, { 1, 2, 1 } };

kernel = **new** **float**\*[3];

**for** (**int** i = 0; i < 3; i++)

kernel[i] = **new** **float**[3];

**for** (**int** i = 0; i < 3; i++) {

**for** (**int** j = 0; j < 3; j++) {

kernel[i][j] = hy[i][j];

}

}

convl((**float** \*\*) kernel, 3, 3);

**for** (**int** i = 0; i < 3; i++) {

**delete**[] kernel[i];

}

**delete**[] kernel;

//fldy(img, img);

**return** *SUCC*;

}

/\* Nothing beyond this \*/

**/\***

**\* image.h**

**\***

**\* Created on: Jan 24, 2015**

**\* Author: pratheek**

**\*/**

**#ifndef INC\_IMAGE\_H\_**

**#define INC\_IMAGE\_H\_**

**#include <stdio.h>**

**#include "ifs.h"**

**//#include "flip.h"**

**typedef enum \_imgerr {**

**FAIL = -1,**

**SUCC = 0**

**} imgerr;**

**class Image {**

**public:**

**double \*\*img = NULL; /\*Declare pointers to headers \*/**

**int dimension = 0;**

**int row = 0;**

**int col = 0;**

**Image(int dim, int \_row, int \_col);**

**Image(const Image &obj);**

**Image(char \* fileName);**

**~Image();**

**Image & operator=(const Image &obj);**

**imgerr reset(double resetTo);**

**imgerr read(char\*);**

**imgerr write(char\*);**

**imgerr convl(float \*\*kernel, int kernelX, int kernelY);**

**double getValue(int \_row, int \_col);**

**imgerr setValue(int \_row, int \_col, double value);**

**imgerr add(const Image &obj);**

**imgerr sub(Image inImg);**

**imgerr mul(Image inImg);**

**imgerr div(double divisor);**

**imgerr expo();**

**imgerr diffx();**

**imgerr diffy();**

**};**

**#endif /\* INC\_IMAGE\_H\_ \*/**

**/\***

**\* castTypes.h**

**\***

**\* Created on: Jan 24, 2015**

**\* Author: pratheek**

**\*/**

**#ifndef INC\_CASTTYPES\_H\_**

**#define INC\_CASTTYPES\_H\_**

**#include<iostream>**

**using namespace std;**

**#define ERROR\_LOG cout<<"DB >>"<<\_\_LINE\_\_<<" "<<\_\_FUNCTION\_\_<<" "<<\_\_FILE\_\_<<endl**

**#endif /\* INC\_CASTTYPES\_H\_ \*/**

**/\***

**\* main.h**

**\***

**\* Created on: Jan 24, 2015**

**\* Author: pratheek**

**\*/**

**#ifndef INC\_MAIN\_H\_**

**#define INC\_MAIN\_H\_**

**#endif /\* INC\_MAIN\_H\_ \*/**

**CC** = g++

**CFLAGS** = -g -O0 -Wall -Wextra

**INC** = -I/Users/pratheek/ifsHOME/MacX64/hdr/\

-I../inc

**CFLAGS +**= $(INC)

**CFLAGS +**= -I/Users/pratheek/ifsHOME/MacX64/hrd/opencv

**SRC** = ../src/main.cpp\

../src/image.cpp

**OBJ** = $(SRC:.cpp=.o)

**LIBS** = /Users/pratheek/ifsHOME/MacX64/ifslib/libflip.a

**LIBS+**= /Users/pratheek/ifsHOME/MacX64/ifslib/libifs.a

**LIBS+**= /Users/pratheek/ifsHOME/MacX64/ifslib/libiptools.a

**LIBS+**= /Users/pratheek/ifsHOME/MacX64/ifslib/libqsyn.a

**OUT** = ../bin/sample\_image.out

all: $(OBJ) $(LIBS)

$(CC) $(CFLAGS) -o $(OUT) $(OBJ) $(LIBS)

rm -f \*.o

$(OBJ): $(SRC)

$(CC) $(CFLAGS) -c $(SRC) $(INC)

clean:

rm -f \*.o

rm -f \*.out

rm -f ../bin/\*.out

#rm -f ../\*.ifs